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Abstract—With the advent of the era of data-driven material
R&D, more and more countries have begun to build material Big
Data sharing platforms to support the design and R&D of new
materials. In the application process of material Big Data sharing
platforms, storage and retrieval are the basis of resource mining
and analysis. However, achieving efficient storage and recovery
is not accessible due to the multimodality, isomerization, discrete
and other characteristics of material data. At the same time, due
to the lack of security mechanisms, how to ensure the integrity
and reliability of the original data is also a significant problem
faced by researchers. Given these issues, this paper proposes a
blockchain-based secure storage and efficient retrieval scheme.
Introducing the Improved Merkle Tree (MMT) structure into the
block, the transaction data on the chain and the original data in the
off-chain cloud are mapped through the material data template.
Experimental results show that our proposed MMT structure has
no significant impact on the block creation efficiency while improv-
ing the retrieval efficiency. At the same time, MMT is superior to
state-of-the-art retrieval methods in terms of efficiency, especially
regarding range retrieval. The method proposed in this paper is
more suitable for the application needs of the material Big Data
sharing platform, and the retrieval efficiency has also been signifi-
cantly improved.

Index Terms—Materials genome big-data, multi-source hetero-
geneous data, data storage, data retrieval, blockchain, merkle tree.
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I. INTRODUCTION

W ITH the rapid expansion of the market scale of the
Big Data industry, the material industry is also taking

advantage of Big Data to make revolutionary changes. Massive
material data can be analyzed, mined, and utilized through
Big Data technology to obtain corresponding values. Materi-
als R&D also means gradually entering the fourth paradigm,
data-driven materials R&D [1], which can reduce costs and
significantly shorten the R&D cycle. Therefore, more and more
countries worldwide have begun to build data-sharing platforms
and other infrastructure, provide valuable data for researchers,
and support the design, research, and development of new
materials.

Due to the multimodality, isomerization, and discreteness
of material data [2], various materials have their own com-
position and performance concerns. Even the same kind of
material may exist in different databases in distinct structural
forms. The severely fragmented, isomerized, and decentral-
ized material data makes it very difficult to store and re-
trieve, slowing down the development of resource integra-
tion, sharing, and analysis in the material field. At the same
time, it is urgent to take necessary security measures to pro-
tect sensitive data, as they may involve economic growth and
even national security. However, most of the existing ma-
terial Big Data platforms only provide fundamental security
measures, such as identity authentication and access control.
Once a leak occurs, it isn’t easy to trace back to the source
of the event. Protecting the original data from being leaked
and tampered with is a critical problem that researchers must
solve.

The vigorous development of blockchain technology has pro-
vided corresponding solutions for data protection of distributed
Big Data platforms [3], [4], [5]. Based on its tamper proof,
traceable and auditable characteristics [6], blockchain has been
adopted in finance, the Internet of Things, the Internet of Ve-
hicles, and other fields to ensure the security and reliability
of distributed system data storage [7]. However, the service
provider must completely traverse the entire blockchain to obtain
the query results in the retrieval process. At the same time,
the blockchain is a distributed ledger that continuously adds
transaction records [8], and the height of the blockchain will also
increase with the number of transaction requests. As a result,
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the response cycle of retrieval will become longer and longer
and ultimately can not match the retrieval requirements of the
application.

To solve the above problems, this paper proposes a safe
and efficient data access scheme by introducing the Improved
Merkle Tree (MMT) based blockchain to solve the applicabil-
ity, efficiency, and security problems faced in the process of
multi-source heterogeneous material data storage and retrieval.
The main contributions of this paper include the following three
folds:

1) A blockchain-based Big Data security distributed stor-
age framework is proposed, which can effectively solve
the security problems faced by multi-source heteroge-
neous material data in the storage and retrieval process.
In terms of storage, each participant can flexibly de-
ploy blockchain nodes without changing the underlying
database framework. Distributed ledgers can ensure data
storage security and achieve tamper-proof, traceability,
and auditability. In terms of retrieval, the integrity of
retrieval results is verified by the hash value stored on
the blockchain. At the same time, the proposed method
only requires one data tamper-proof verification, which
greatly improves the efficiency and reduces the computing
overhead.

2) Given the heterogeneous characteristics of material data,
a dynamic container model is proposed to solve raw
data’s off-chain storage. Users can customize templates
applicable to their material data structures. The dynamic
container model normalizes the collected original data
sets and converts them into container data sets through
templates, which are resolved into different data structures
by database adapters and stored in appropriate databases.
The standardized data set will be helpful for subsequent
material data retrieval and calculation analysis. Further-
more, the final results are displayed to users as template
structure reorganization.

3) By adding an improved Merkle tree structure to the
blockchain, the transaction data on the chain and the
original data stored in the off-chain cloud are mapped
through templates to achieve efficient material data re-
trieval. MMT combines the advantages of Merkle Tree and
Merkle Patricia Trie (MPT), does not need to make any
changes to the underlying storage structure, and is suitable
for material data retrieval based on template structure.
In addition, compared with state-of-the-art, our proposed
method has higher efficiency.

The rest of this paper is organized as follows. Section II
introduces the material Big Data platform and the storage and
retrieval scheme based on the blockchain framework. Section III
proposes a blockchain-based storage scheme for multi-source
heterogeneous material data from both the off-chain and on-
chain dimensions. In Section IV, an efficient data retrieval
scheme based on MMT and a verification method for the in-
tegrity of raw material data are proposed. Section V analyzes
the impact of MMT structure on blockchain performance and
compares it with state-of-the-art. Section VI summarizes the
full text and prospects.

II. RELATED WORK

A. Material Big-Data Platform

Currently, many material Big Data platforms have been used
at home and abroad. From a data management and storage
perspective, most of these platforms adopt centralized storage.
The material database of the National Institute of Standards
and Technology [9] can accept data in any format, providing a
feasible scheme for exchanging and reusing material data. The
storage mode of the material database is relatively simple and
direct, and the “as is” data provided by the data provider is used
for storage. Therefore, a variety of data are stored in the material
database. Still, due to the extreme heterogeneity of the stored
data, the data content cannot be directly retrieved or integrated
with the analysis tools. Only “as is” data can be provided to the
demander.

AFLOW [10], [11], [12], Open Materials Database [13],
and MARVEL NCCR [14] store material data in different
types of databases, such as relational databases, file systems
or MySQL. AFLOW only supports retrieval by the Inorganic
Crystal Structure Database Number (ICSD Number for short),
Aflowlib Unique Identifier (AUID for short), and string but does
not provide range retrieval, fuzzy retrieval, and other functions.
The Open Materials Database provides a more straightforward
retrieval function, which can only be retrieved by keywords.
The retrieval results are displayed according to the classification
of “optimization results” and “contribution results,” and the
number of display results is limited to 100. MARVEL NCCR
does not provide a retrieval function for users to enter keywords
but only provides an index list of data sets in the database,
including relevant articles, videos, codes, and other information
published in the material field. Therefore, it isn’t easy to quickly
locate the information content related to a keyword.

On the other hand, MDF [15], Materials Project [16], and
OQMD [17] adopt a distributed storage scheme to store big
material data in local databases or cloud servers of different
institutions, which improves storage performance. However,
the data storage structures of different institutions are not uni-
form, which increases the difficulty for the subsequent sharing
of multi-source heterogeneous material data. MDF provides
keyword and range retrieval according to resource type, label,
organization, release year, and other types. The retrieval results
are some summary information, and users must authenticate to
obtain the original data. The Materials Project requires users to
perform identity authentication before retrieving data. Keywords
to be retrieved should be input according to a given format,
including only certain types of elements, at least certain types
of elements, and formulas. The OQMD allows users to retrieve
data according to the fields defined in the template according
to user-defined template, generate a retrieval file in a fixed
format, and query relevant data by uploading the retrieval file.
The advantage is that it can obtain more accurate data, while
the disadvantage is it requires a good understanding of the data
structure of the platform, increases the user’s learning cost for
using the platform, and lacks flexibility.

It can be seen that access to material data is still the main prob-
lem to be solved by the material Big Data platform. Researchers
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also focus on ensuring the safety of material data in storage,
retrieval, analysis, and sharing. It is necessary to consider how
to apply the characteristics of multi-source heterogeneous data
of material Big Data to achieve efficient and secure storage and
retrieval.

B. Blockchain-Based Data Storage

Blockchain provides a new solution for the secure storage
of multi-source heterogeneous material data [18], which can
promote the centralized audit and management of the under-
lying database. Blockchain was originally designed for digital
currency, represented by Bitcoin [19]. It created a complex
consensus mechanism, such as proof of work, which requires
substantial computing resources, making the blockchain system
unsuitable for large-scale data storage applications. To solve
these problems, Muzammal et al. [20] combined the blockchain
with the database to build a log-based application platform,
which can provide multi-active database and multi-disaster re-
covery middlewares. Yue et al. [21] used the blockchain to
provide data storage solutions for parties with data sources,
where data is linked to blocks in a specific way. Liu et al. [22]
proposed an efficient data collection and sharing scheme based
on blockchain and created a reliable storage environment in
combination with Ethereum and Deep Reinforcement Learning
(DRL).

However, storing all raw data on the blockchain is not optimal.
The consensus mechanism of the blockchain takes up a lot of
resources. The platform’s overall performance will be affected
if all material data is uploaded to the chain. Therefore, “storing
transactions on the chain and raw data off the chain” will be
an alternative to ensure data storage security and performance
without affecting throughput and computing performance.

C. Blockchain-Based Data Retrieval

Some retrieval algorithms have been proposed to improve
data retrieval ability in the blockchain and optimize them from
different aspects to improve retrieval efficiency.

Some research improves retrieval efficiency by optimizing
the data structure. VChain [23] proposed an accumulator-based
authentication data structure, which supports verifiable Boolean
range queries on the blockchain. At the same time, an inverted
prefix tree structure is proposed to speed up the processing of
massive subscription queries. Xu et al. [24] put forward a CMPT
structure based on MPT by introducing Lock free (Compare
And Wap, CAS) and Cache arrays, to realize parallel operations.
Multiple pieces of data can be inserted simultaneously, and the
retrieval efficiency can be improved. Qu et al. [25] proposed a
retrieval method based on temporal and spatial dimensions to
improve retrieval efficiency by adding appropriate fields in the
block header. Generally, these techniques only apply to some
specific scenarios or retrieval functions.

Some aims to improve retrieval efficiency by changing the
block structure. Jia et al. [26] took the AB-M tree as the storage
structure of the transaction and added Min and Max fields to the
block header, combining the advantages of a balanced binary
tree (fast data retrieval) and Merkle tree (fast data verification)

to provide speedier transaction retrieval and ensure the integrity
of the transaction. However, its application is limited to online
transaction retrieval, lacks association with data outside the
chain and does not propose appropriate optimization methods
for range retrieval. Pei et al. [27] created a mapping between
on-chain and off-chain data by adding a Merkle semantic tree
structure to the block, thus realizing real-time data retrieval. At
the same time, multiple complex analysis query primitives are
provided to support semantic, queries, and even fuzzy queries.
Although the above algorithm optimizes block structure and
does not need to traverse the entire blockchain to retrieve data,
the high computing overhead remains a problem.

Another part of the research improves retrieval efficiency by
modifying the blockchain framework. Muzammal et al. [20]
proposed ChainSQL by deploying the database for each node in
the blockchain and then verify the results from the blockchain.
Wu et al. [28] proposed a verifiable query layer (VQL) deployed
in the cloud to provide efficient and verifiable data query services
for the blockchain system. To prevent forged data, the database
maintains an encrypted fingerprint and writes it to the blockchain
to ensure the authenticity. Li et al. [29] developed EtherQL
to provide retrieval capability by adding an Ethereum query
layer. EtherQL provides efficient query primitives for analyzing
blockchain data, including range query and top-k query. Al-
though the above methods can improve retrieval efficiency by
querying directly from the database, the computational cost of
verifying the authenticity is significant, and they are not suitable
for with large scale applications.

III. SECURE DATA STORAGE

This paper uses the blockchain to store all transaction data,
while the platform’s Cloud Servers store the original material
data. At the same time, due to the characteristics of multi-
source and heterogeneous material data, a template-based data
collection method is proposed. Data with different structures in
the template are stored in various databases in the background
through dynamic containers. On-chain data is also classified and
stored in template type. It can be seen that the data stored on the
chain and off the chain depend on the material data template as
a bridge to connect. The organic combination of on-chain and
off-chain storage is achieved through the design of data storage
transactions.

A. System Storage Framework

From the perspective of the blockchain-based storage frame-
work, it could be divided into the following components, cloud
server, light nodes, and all nodes, as shown in Fig. 1. The cloud
server stores raw material data, consisting of different databases,
such as PostgreSQL, MongoDB, MongoDB’s GridFS, etc. All
transaction records are stored on the blockchain, and the light
node only stores all block header information on the blockchain.
The full node stores the complete blockchain ledger, including
all block headers and bodies, which can verify the integrity of the
original data retrieved, and is responsible for the broadcast and
verification of blockchain transactions. To improve the retrieval
efficiency on the chain, the keywords of the original data in the
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Fig. 1. A framework diagram of the overall storage system.

data storage system are extracted through ElasticSearch [30] in
the off-chain data storage system, and the inverted index table is
built and transferred to the blockchain. The index structure on
the chain is rebuilt in MMT structure according to the inverted
index table to facilitate subsequent on-chain retrieval.

From the perspective of a single block, block B =
(Bheader, Bbody) consists of block header Bheader and block
body Bbody, where Bbody stores the MMT structure, and the
leaf node stores data in the form of a key-value pair. The value
includes not only the metadata of the transaction but also the
storage address of the original data (Database Address, recorded
as DbA), which facilitates the subsequent search. To improve the
retrieval efficiency and provide the function of range retrieval
based on time and template type, we added new fields to the
blockchain’s original Bheader structure, mainly including the
following two parts:

1) Two additional fields, StartT ime and EndTime, have
been added. Temporal range-based retrieval is one of the
most basic retrieval conditions. The original blockchain
provides a key-history index, but the retrieval efficiency
is relative low, while the time complexity is O(n2). By
adding a time field in the block header, the time to obtain
the transaction timestamp is saved, and the retrieval effi-
ciency can be improved. In addition, the binary search’s
complexity is O(log(n)), which greatly improves the re-
trieval efficiency, helps quickly locate the data in a certain
period, and speed up the process of material data analysis.

2) MMTRootHash has been added. The time complexity
of keyword retrieval is reduced from O(n2) to O(log(n)),
which saves the time of deserializing transaction records
to extract metadata. On the other hand, it provides a
range search function based on the material data template.
Due to the heterogeneous characteristics, material data
is collected based on templates, and data with different
structures are stored in various databases via dynamic
containers (see Section III-B for details). Therefore, the

construction of an MMT structure based on the template
type has strong applicability to both the off-chain storage
system and the material data retrieval on the chain.

B. Off-Chain Storage: Dynamic Container

Material datasets are usually heterogeneous and stored in
different custom formats. Data sets often need to be standardized
via universal templates, finally achieving accurate retrieval and
computational analysis to reduce users’ cognitive burden and
learning costs. Therefore, this paper will describe the off-chain
storage scheme of multi-source heterogeneous material data
from material data classification, the composition of dynamic
containers, and the creation of containerized data sets.

The function and practicability of the storage scheme primar-
ily count on the number and complexity of material data types.
Based on the characteristics of material data, material data could
be divided into basic types and composite types. The basic types
include string, numerical, picture, and file types. A composite
type comprises various basic types: range, selection, array, table,
generator, container type, etc. Range type consists of a numerical
type, representing the interval value of two numerical values;
The selection type is composed of string type, depicting a text
option that can be selected for an attribute; The array type is
composed of an arbitrary basic type, representing an ordered
list of values; Table type, generator type, and container type
are composed of different sets of basic types. The difference
between these three is the form of type value selected in the
sets. The generator type can only take one value of certain types
in the sets. Container type can take a value of all types in the
sets. Table type can take any number of values of all types in the
sets.

Based on the type of material data, a Dynamic Container
Model (DCM) is designed to adapt to the storage of multi-source
heterogeneous material data. The built-in structure of abstract
containers in DCM is designed to be dynamically constructed
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Fig. 2. Schematic diagram of relationship among components in the dynamic
container.

from different types of material data. Therefore, DCM provides
a method for storing, packaging, and exchanging data and allows
users to customize templates suitable for data structures.

From the composition of dynamic containers, DCM mainly
includes the following components: data ingestor, container
template designer, template evaluator, template matcher, and
data parser. The user can customize the template through the
container template designer, and the template evaluator will au-
dit the template. The data ingestor uses the approved template to
normalize the original dataset and convert it into a containerized
dataset. The data parser and template matcher will parse the
containerized dataset into metadata, text material data, binary
files, and other formats, which will be stored in the appropriate
database by the database adapter. The standardized dataset will
be helpful for subsequent material data retrieval and calculation
analysis. When the underlying database needs to provide the
web server with the retrieved raw data, the translator matches
the template rules, reassembles the material data of different
structures, and presents the formatted data in the template type.
The relationship diagram of the dynamic container is shown in
Fig. 2.

From the perspective of creating a containerized dataset, the
containerized dataset consists of two main parts: the container
template and the container instance. The container template
represents an abstract description of the properties and structure
of a material dataset. We denote “:” to describe the relationship
between the property and the data type. A type declaration
expression is marked as “x : T ”, which means the property x is
of typeT . A container templateS contains a series of expressions
of data-type declaration, denoted as:

S =
{
xi : T

i={1,...,n}
i

}
= {x1 : T1, . . . , xn : Tn} (1)

where xi indicates the properties and Ti indicates the name
of date-types. A container instance represents an abstract de-
scription of the data gathered together. It specifies the value
of each property and is constrained by the dataset template.
The assignment expression “x = v” indicates that the property
value x is v at some point. Then, the container instance C could
be represented by a series of assignment expressions:

C =
{
xi = v

i={1,...,n}
i

}
= {x1 = v1, . . . , xn = vn} (2)

Then, a normalized description of a material dataset could be de-
scribed as a containerized set (S,D), comprising a template and

Fig. 3. A flowchart of the inverted index creation.

several instances, where D = {Ci={1,...,n}
i } = {C1, . . . , Cn}.

It can be seen that DCM uses the template to normalize and
convert the original data set into a containerized one. The
standardized dataset will facilitate subsequent retrieval and com-
putational analysis of material data.

C. On-Chain Storage: MMT

To facilitate efficient retrieval based on blockchain in the
future, this paper creates an MMT structure through the inverted
index, index pointers between blocks, Merkle tree, and MPT to
store < key, (MD,DbA) > key-value pairs according to the
template type. This section describes the storage scheme on
the chain from the aspects of inverted index creation, MMT
structure, and MMT creation.

1) Inverted Index Creation: Unlike the structured database
system, a large amount of data stored in the blockchain has
no fixed structure, so the commonly used hash index [31] and
B+ tree index [32] in the database cannot be directly applied
to the blockchain system. Most full-text indexing technologies
are based on inverted indexing [33]. It supports keyword query,
the most effective index structure for multi-source heteroge-
neous data. Therefore, in the retrieval scheme, this paper uses
the inverted index to obtain the corresponding relationship of
< key, (MD,DbA) > in the database system. We take Elastic-
Search [30] (referred to as ES) as an example and use different
databases in the cloud server to store material gene Big Data
with various structures. Then, import the data into the cluster
established by ElasticSearch, create a < key, (MD,DbA) >
data map, and establish a reverse index to facilitate subsequent
retrieval of the original material data. ES is based on the open-
source library Lucene [34] and provides application interfaces
by encapsulating the relevant functions, a query engine, and a
search engine to complete the purpose of data retrieval. Thus,
it has good usability. As ES is widely used in the industry, the
inverted index construction is not described here but only in the
inverted index construction flow chart, as shown in Fig. 3.

According to the original dataset, extract the keywords
through ES, build a < key, (MD,DbA) > mapping relation-
ship, and return the key-value pair to the web server for
creating MMT. key is the hexadecimal token generated by
encryption for each keyword, and value is the keyword’s cor-
responding MD and DbA. Finally, insert the key-value pair
< key, (MD,DbA) > into the MMT.
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Fig. 4. The workflow diagram of data uploading.

2) MMT Structure: MMT is mainly composed of the Merkle
tree and the MPT. The upper layer of MMT uses the Merkle
tree to classify data according to the template type to support
range queries. At the same time, each leaf node of the Merkle
tree stores the root hash of all data under a specific type of
template, as shown in Fig. 4. The values stored in the leaf node
are recorded as< Template TId, T Id−MPTRootHash >,
TId ∈ TemplateSet. TemplateSet is the approved template
set of the platform. The root node of the Merkle tree is recorded
as MMT Root Hash and stored in the Bheader for subsequent
data authenticity verification. In this paper, data is classified and
stored based on templates, and then metadata corresponding
to keywords is found from such data templates. This method
matches the data collection mode, where material data is sub-
mitted according to the template type during the collection
process. Therefore, the retrieval algorithm based on MMT is
more conducive to the multi-source heterogeneous material data,
facilitating researchers to search and analyze based on a specific
type of material data template and speeding up the developing
process of new materials.

The lower layer of MMT adopts the MPT to support keyword
queries, with the functions of searching, verifying, and storing
the key-value pair simultaneously. The key is a particular hex-
adecimal encoding of the keyword, and value is the Recursive
Length Prefix (RLP) [35] encoding. There are four types of
nodes in an MPT tree: root node, leaf node, branch node, and
extension node. The root node stores the hash of the whole
tree, which is consistent with the data structure of the extension
node. The leaf node is responsible for storing key-value pairs.
The extension node is also responsible for storing key-value
pairs, but its key is the common prefix of its child nodes, and
the value is the hash of all its child nodes. Finally, the branch
node has 17 elements. The first 16 elements represent the node’s
possible branches (16 hexadecimal digits), which are also the
first unequal hexadecimal digits in the key. The 17th element is
the value field, the hash of all child nodes. All kinds of nodes
are connected through pointers. From the sharednibble of the
root node to the keyend of the final leaf node, a complete key
is formed. The value corresponding to the key is stored in the
leaf node. The structure of the MPT is shown in Fig. 5.

3) MMT Creation: From the view of creating the upper
Merkle tree, two possible scenarios exist for inserting key-value
pairs into the MMT. First, if the data template of the keyword

Fig. 5. The MPT structure in MMT.

to be inserted does not match that in the Merkle tree’s leaf node
on the upper layer of the MMT, then a new Merkle tree leaf
node should be created. For example, the creation process of the
Template Tb branch is displayed in Fig. 6. When the keyword
key3 = 017b1e3d is inserted, MD3. T emplate = Tb does not
match any leaf node when traversing the upper Merkle tree of
the MMT. Therefore, a new leaf node needs to be added to the
Merkle tree, that is, the root of the MPT belonging to Template
b. The newly created MPT stores all key-value pairs belonging
to Template Tb. The second case is when the data template of
the keyword to be inserted matches the corresponding template
in the leaf node of the Merkle tree, the matching Tx −MPT
will be traversed, where Tx ∈ TemplateSet.

On creating the lower level MPT, the material data template
is determined with corresponding to the keyword based on
the Merkle tree. Then, start to create the lower level MPT
structure of the MMT, and insert the < key, (MD,DbA) >
key-value pairs, as shown in Fig. 6. Inserting a key-value pair into
a leaf node of MPT also involves two cases: the first is the key
to be inserted exactly matches that of the leaf node. In this case,
the value of the original leaf node is directly modified, and the
new value is appended to the original. For example, the original
is data1, and the new is data2. Insert < key, value >=<
key1, (data1, data2) > to the leaf node. In the second case, if
the key to be inserted does not match that of the leaf node,
the matching public prefix should be utilized to generate an
extension node. Then, the branch node’s multi-branch feature
is taken advantage of to point to multiple leaf nodes. Finally,
new pairs < key2, data3 > and < key1, (data1, data2) > are
stored to the original leaf node. The specific algorithm flow of
MMT tree creation is shown in Algorithm 1.

Since MMT generally contains all index information on the
blockchain, the size of the index increases as the index informa-
tion increases. MMT introduces a node index pointer structure
to reduce the storage cost within the block. If the MMT is not
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Fig. 6. Create MMT based on inverted index table.

TABLE I
FIELDS AND MEANINGS OF DATA STORAGE TRANSACTIONS

Fig. 7. A schematic diagram of MMT update.

updated, it is not necessary to keep it in the newly generated
block. On the contrary, add a node index pointer to the last node
in the previous block where the MMT has not changed. Only the
updated node needs to be stored in the new block’s MMT. Fig. 7
details the process of index updating. The pink node represents
the upper Merkle tree of the MMT, the purple node represents
the lower MPT, and the purple node in the box is the newly

inserted node in the MMT. This update method is also helpful
for template-based retrieval, and only the MPT of a specific
template type in the block body that meets certain requirements
needs to be traversed.

The transaction is a bridge for the interaction of each partici-
pating entity of the material Big Data platform. It can establish
a mapping relationship between the off-chain data and the on-
chain data and build a storage mode of “storing transactions
on-chain and original data off-chain.”

D. The Transaction Process of Data Storage

The transaction is a bridge for the interaction of each partici-
pating entity of the material Big Data platform. It can establish
a mapping relationship and build a storage mode of “storing
transactions on-chain and original data off-chain.”

Data storage transactions mainly include these following
fields, namely isSuccess, Sign, MD, and ContentHash,
whose specific meanings are shown in Table I. The metadata
MD includes 16 fields, such as data ID, data title, data abstract,
and template to which the data belongs. The definitions of other
fields are shown in Table II. Among them, Template is closely
related to the MMT-based retrieval method. Table III shows all
the fields and meanings of the material data template.

Five main entities are involved in the entire data storage
transaction process: the client, web server, blockchain, LevelDB,
and cloud server. The user creates a material data template on
the client side that fills in the data form, including metadata, data
content, etc. The web server plays the role of middleware. As the
forwarder of the requested transaction, it isolates the blockchain
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Algorithm 1: MMT Establishment Algorithm.
Input: inverted index data set

InvSet =< keyn, (MDn, DbAn) >, n as the length of
inverted index set. R as the MMTRoot node.

1: for i = 1 to n do
2: if InvSet.MDi.template match

R.childj .template then
3: flag set up false
4: foreach childm in < R.childj > do
5: if keyi match R.childm.key then
6: insert < keyi, (MDi, DbAi) > to R.childm
7: flag set up true
8: end if
9: if flag==false then

10: Add value of new node into R.childj
11: end if
12: end for
13: else {InvSet.MDi.template not match

R.childj .template}
14: create a new node as MPTRoot insert to R,

record as newMPTR
15: insert < keyi, (MDi, DbAi) > to

newMPTR.child
16: end if
17: end for
18: Update R hash
Output: MMT MMT

TABLE II
FIELDS AND MEANINGS OF METADATA

from the cloud server. All interactions between the blockchain
and the cloud server pass through the web server, ensuring the
underlying database’s security. The blockchain is responsible for
authentication, saving the metadata corresponding to keywords
and the original database address, and creating data storage
transactions to facilitate subsequent data traceability. LevelDB
is used for the underlying storage of the blockchain to store
and update the MMT structure. Cloud servers are responsible

TABLE III
FIELDS AND MEANINGS OF TEMPLATE

Fig. 8. A flow chart of data storage transaction.

for storing all raw data. The blockchain-based data storage
transaction process is detailed in Fig. 8.

IV. EFFICIENT DATA RETRIEVAL BASED ON MMT

Given that the retrieval efficiency of the blockchain will con-
tinue to decline with the increase of the data amount, MMT di-
rectly builds the mapping relationship of< key, (MD,DbA) >
and no longer needs to traverse the entire blockchain. In addition,
it is unnecessary to deserialize all the transaction data inside
the block and then extract the metadata, which to some extent
improves retrieval efficiency. At the same time, each block only
needs to store updated key-value pairs, and MMTs between
different blocks are connected through index pointers, saving
storage space. The data are associated, which further improves
the retrieval efficiency.

A. Retrieval Algorithm Based on MMT

To facilitate the understanding of the MMT-based retrieval,
we illustrate the entire process with temporal template-based
range retrieval, part of which contains the keyword retrieval, as
shown in Algorithm 2.

A given time range [t1, t2] is compared with the StartT ime
and EndTime fields in the block header. As shown in Fig. 9,
the creation time of all transactions on the blockchain increases
in an orderly manner from the first block to the latest. To save
time, we use the binary search to locate the block corresponding
to the recent time t2 and stop the binary search if tp ≤ t2 ≤ tq
is found. Then, traverse forward from the searched block until
the block header of tm ≤ t1 ≤ tn is found, and add all traversed
blocks to the retrieval data set Rset.
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Fig. 9. Schematic diagram of keyword retrieval based on time and template.

Algorithm 2: MMT Retrieval Algorithm.
Input: Block header Bh; MMT MMT ; retrieval
conditions:< Template Ta, [t1, t2], key1 >.

1: if the node that request the retrieval is a light node then
2: communicate with a reliable full node for retrieval
3: end if
4: foreach Bhi in < Bh > do
5: if t1 ≥ Bhi.StartT ime and t2 ≤ Bhi.EndT ime then
6: record blocknumber and MMTRoot of Bhi as Rset
7: end if
8: end for
9: foreach Rseti.child in < Rset > do

10: if Rseti.child.template = Ta then
11: Traverse < Rseti.child >
12: if key1 is founed then
13: retrieval result is written to the set Mr
14: end if
15: end if
16: end for
Output: retrieval results (MDSet Mr)

Keyword search: Suppose Rset =< Blocki, Blocki+1,
Blocki+2 >, taking Blocki+1 as an example, find the metadata
corresponding to the keyword key1 = 01dac712 belonging to
the Template Ta in the block body. The block body only stores
the key-value pairs of the newly submitted data tothe current
block, and connects the nodes of the MMT in all block bodies by
pointers to form a complete MMT search tree, as shown in Fig. 9.
Therefore, it is more convenient and faster to find the keyword
key1 under Template a. You only need to find Template a first
based on the Merkle tree from the latest block, and then find
key1 from the MPT under the template through prefix matching.
Template Ta of the parent block could be directly found using
pointers, which saves the process of retrieving the Merkle tree.
Then, find the keyword position corresponding to the parent
node directly, and the retrieval efficiency can be further improved
through the pointer structure.

Due to the blockchain’s complex structure and network com-
munication, retrieving data through the blockchain is generally

Fig. 10. Data retrieval flow chart.

slower than that directly from the database. However, our pro-
posed MMT-based method saves the time of finding the hash
of block address, traversing the transaction list in the block, and
deserializing the transaction to extract metadata. It can query ac-
cording to the template and the efficiency is close to that of direct
retrieval from the database. At the same time, the upper layer of
the MMT is based on the Merkle tree, and all nodes store hash
values. Thus, the MMT is a tamper-proof structure. The hash
value is calculated from the bottom leaf node. Whether any data
in the upper or lower MPT is tampered with, the MMTRoot hash
value calculated through Hash verification will be inconsistent
with the original stored hash. Therefore, the MMT can quickly
detect malicious tampering, and the anti-tampering verification
is detailed in Section IV-C.

B. Data Retrieval Transaction Process

Retrieval transactions is mainly used to record retrieval re-
sults. The structure of retrieval transaction is similar to that of
data storage transaction, mainly including the keys, Tx − rid,
Template TId, MDSet, and CategorySet, where Tx − rid
represents the unique retrieval record ID, TemplateID repre-
sents the unique template ID,MDSet represents the set of meta-
data corresponding to the retrieval results, and CategorySet
represents the material classifications to which the template
belongs.

The data demander can enter the time range, template type,
and keywords on the retrieval page to initiate a data retrieval
process, which also involves five entities, i.e., the client, web
server, blockchain, LevelDB, and cloud server. The client is used
as the retrieval entrance. The user can input specific content on
the retrieval page to initiate the retrieval process, and the retrieval
results are also displayed on corresponding page. The web server
provides the retrieval application programmable interface (API),
which acts as a middleware to forward requests between the
blockchain and the cloud server. Blockchain is used to verify
the correctness and store retrieval transactions. LevelDB is used
to retrieve the corresponding keywords in the MMT and return
the related metadata. The cloud server stores the original data
and return specific raw data according to the DbA. The data
retrieval process based on blockchain is shown in Fig. 10.
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Fig. 11. A schematic diagram of retrieval result verification process.

C. Tamper Proof Verification

The metadata obtained by the data demander can be stored
in the blockchain’s LevelDB to ensure that it will not tamper
with. In addition, ensuring that the original data obtained from
the cloud does not tamper with is the primary concern of this
article.

If the Full node initializes the retrieve, the authenticity of the
original data can only be verified within itself. However, if a
Light node only stores Bheader, it cannot be used for tamper-
proof verification inside the node. In this case, it is necessary
to communicate with all nearby reachable nodes, while the
reachable Full node help verifies the results’ authenticity. Light
nodes generate MD′ from the original retrieved data through
the web server and send keywords and MD′ to the Full node.
Locate the node location corresponding to the MMT via the
keyword, and then calculate all hash values on the path from this
location to the root, finally obtainingMMTRootHash′. Return
MMTRootHash′ to the Light node to determine whether it
equals the MMTRootHash stored in it. If equal, the original
data obtained could be proved to have not been tampered with.
The schematic diagram of the retrieval result validation process
is shown in Fig. 11.

Compared with the blockchain’s verification, our proposed
method significantly reduces the number of verifications. In the
original blockchain structure, the integrity of the search result
must be verified by calculating the root hash of the Merkle tree
stored in the full node. Since the metadata stored in the MMT
only contains some summary information of the original data,
there is no need to verify it. Only one tamper-proof verification
is required when obtaining the original data.

V. EXPERIMENT AND ANALYSIS

In this section, we first test the performance of the storage and
retrieval framework proposed in this paper, mainly considering
the efficiency of blockchain generation and the response time
and throughput of the MMT in retrieval. Second, we compared
with improved retrieval algorithms based on the Merkle tree,
such as CMPT [24], MST [27], AB-M [26], to reflect the
advantages of our proposed method.

A. Environment Configuration

The material genome Big Data sharing platform we built [36]
has been in stable operation for six years, in which over 14

TABLE IV
EXPERIMENTAL CONFIGURATIONS

million pieces of material scientific data are stored, and over
2300 data templates are available. The experiment in this paper
is carried out in its testing system. The material data type is
steel materials, including 10,000 pieces of material data and 20
material data templates. Specific blockchain configuration items
and parameters are shown in Table IV. In terms of testing tools,
we use Jmeter to test the blockchain-based retrieval performance
and simulate user upload and retrieval operations by sending
HTTP requests.

B. Performance Evaluation

Since the secure material genome big-data sharing platform
does not have too many restrictions on the storage space, the
primary purpose of the MMT is to improve the overall retrieval
efficiency, which can be achieved by sacrificing a certain amount
of storage space. Therefore, this paper focuses on the impact of
MMT on retrieval performance. We assume that the transaction
request rate is set to 100, 200, 300, 500, 800, and 1000 tps,
respectively, and each block contains ten transactions. We tested
the performance of the blockchain framework based on MMT
from two aspects, including 1) CPU and memory usage during
data retrieval in the application scenario of the material big-data
platform [36]; 2) The delay and throughput performance of the
blockchain with and without the MMT is measured to check
whether its performance falls within an acceptable range.

Fig. 12 compares the CPU and memory occupied by the
blockchain framework running on cloud servers before and after
adding the MMT structure. Fig. 12(a) shows that as the data
retrieval transaction request rate increases, the CPU’s concurrent
tasks need to handle continue to grow. Regardless of whether the
MMT structure is added or not, the CPU usage of the blockchain
framework will continue to increase. After adding the MMT
structure, the web server needs to read LevelDB to obtain the
metadata to reduce computational complexity and exchange
space for time, which increases communication overhead. At the
same time, verification of the integrity of the retrieval results has
been added after the retrieval is completed, and the verification
process will also increase the CPU workload. Therefore, adding
an MMT structure will slightly increase CPU usage. In practical
applications, the transaction request rate of the material big-data
platform generally does not exceed 200 tps. At a transaction
request rate of 200 tps, the CPU utilization rate is only 18.8%,
which is only 2.9% higher than that without the MMT, fully
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Fig. 12. A comparison of server resource usage before and after adding MMT structure. (a) CPU. (b) Memory.

Fig. 13. A comparison of blockchain performance before and after MMT
structure is added.

meeting the application requirements of the material Big Data
platform. As shown in Fig. 12(b), with the increase of the
data retrieval transaction request rate, the memory usage of
the blockchain framework before and after adding the MMT
structure has remained at 0.1% during operation, and there has
been no significant change. This indicates that the blockchain
framework does not have high memory requirements during
operation, only requiring specific CPU performance.

Fig. 13 compares blockchain performance before and after
adding the MMT structure under various data upload transaction
request rates. It can be seen from the experimental results that,
with the increasing transaction request rate, the changing trend of
blockchain performance before and after adding the MMT struc-
ture is consistent. When the transaction request rate is lower than
300 tps, there is no significant impact on throughput and latency.
When the transaction request rate exceeds 300 tps, the average
delay of the blockchain increases with the increase of the trans-
action request rate. The throughput decreases synchronously,

which is stable above 230 tps. It can be seen that the blockchain
network can handle transaction requests up to 300 tps without
significant network latency. In the practical use of the material
Big Data platform, the transaction request rate generally does
not exceed 200 tps. At the same time, adding the MMT structure
only increased the delay time by 0.09 seconds on average under
the transaction request rate of 200 tps. The increased delay time
was almost insensitive to the application experience, and MMT
also has little impact on the throughput. From this point of view,
the MMT structure introduced in this paper has not significantly
impacted the blockchain’s performance, which is mainly related
to the block-out strategy and the hardware carrying capacity of
the platform.

C. Performance Comparison of Different Blockchain
Frameworks

To demonstrate the performance advantages of our proposed
MMT-based blockchain framework, we compared it with typi-
cal frameworks regarding retrieval efficiency, including Hyper-
ledger FabricTo demonstrate the performance advantages of our
proposed MMT-based blockchain framework, we compared it
with typical frameworks regarding retrieval efficiency, including
Hyperledger Fabric [37] and Ethereum [38].

Fig. 14 compares the performance of MMT-based and other
blockchain frameworks in terms of data upload and retrieval
transactions. Fig. 14(a) shows that the response times of the
three blockchain frameworks remain consistent as the data up-
load transaction request rate increases. When the transaction
request rate is below 300 tps, the response time for data upload
increases relatively slowly because the maximum throughput of
the blockchain framework has not yet been reached. However,
when the transaction request rate exceeds 300 tps, the response
time of the blockchain increases with the increase in the trans-
action request rate. The blockchain framework proposed in this
article has a slightly longer response time compared to Fabric
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Fig. 14. A comparison of response times of different blockchain frameworks. (a) Data uploading. (b) Data retrieval.

Fig. 15. A comparison of retrieval algorithm’s response time under various transaction request rates. (a) Keyword retrieval. (b) Range retrieval. (c) Fuzzy retrieval.

due to the addition of an MMT structure, but it is almost imper-
ceptible in application experience. Compared to Ethereum, this
framework has a significant advantage in response time because
its consensus mechanism has a lower time complexity. Even if
an MMT structure is added to the block, the response time for
data uploading is still better than Ethereum.

Fig. 14(b) shows that the response times of the three
blockchain frameworks for data retrieval transactions continue
to grow with the increase in transaction rate. The blockchain
framework proposed in this article has significant advantages in
retrieval time compared to the other two blockchain frameworks.
The average response time of this framework is shortened by
1.82 s compared to Fabric, and by 4.69 s compared to Ethereum.
The main reason for this improvement is the addition of an
MMT structure, which eliminates the need to traverse the entire
blockchain and does not require deserialization operations. It
can directly obtain metadata, thus significantly saving retrieval
time.

D. Comparison Experiment of Retrieval Algorithms

To verify the performance of the MMT in terms of re-
trieval efficiency, especially in terms of range retrieval based
on material templates, we compared our proposed method with
state-of-the-art MPT or Merkle tree-based retrieval algorithms

such as CMPT, MST, AB-M, under the same experimental
conditions. The requested retrieval transactions rate is set as
50, 100, 200, 300, 500, and 1000 tps, and the response time of
various algorithms is compared.

Fig. 15 shows that under different retrieval request rates, the
response time of all retrieval algorithms will increase with the
increase in transaction rate. As shown in Fig. 15(a), in terms of
keyword retrieval, under the condition of 200 tps, the response
time of CMPT keyword retrieval is 0.144 seconds faster than
that of the MMT method on average. In the process of keyword
retrieval, CMPT adds a Cache array structure to increase the time
complexity to O(1). MMT does not need to perform the deseri-
alization operation in obtaining metadata, and it can directly get
metadata. Thus, the CMPT algorithm does not show significant
advantages in keyword retrieval, but the MMT is superior to
MST and AB-M algorithms in keyword retrieval efficiency. As
shown in Fig. 15(b), in terms of range retrieval, the response
time of the MMT method is better than that of others. Under
200 tps, the MMT is 1.168 seconds higher than that of MST. The
advantages of MMT range retrieval mainly lie in the following
two aspects: on the one hand, it does not need to traverse the
block to find the time of keyword creation; on the other hand,
the update nodes of the MMT are connected by pointers between
blocks, thus reducing the time to find templates and the same
keyword in different blocks. As shown in Fig. 15(c), since the
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MPT searches keywords by matching the same prefix tree, it is
more suitable for fuzzy retrieval. Since CMPT, MST and MMT
are all retrieval algorithms modified based on MPT, the effi-
ciency of these three is better than AB-M. In addition, because
MMT classifies keywords according to different templates and
builds an index structure, it can enable multiple threads to search
under different templates simultaneously. Therefore, regardless
of the type of retrieval, the MMT has certain advantages over
others in terms of efficiency.

The above experimental analysis found that adding an MMT
structure has no noticeable effect on the block generation rate.
At the same time, MMT is superior to the other three retrieval
methods in terms of efficiency, especially regarding range re-
trieval. The structure of MMT is better suited to the retrieval
requirements of the material gene Big Data security sharing
platform.

VI. CONCLUSION AND PROSPECT

This paper proposes a secure storage and efficient retrieval
method for genome Big Data of multi-source heterogeneous
materials. In terms of security, the introduction of the blockchain
framework provides an effective security mechanism for the
material Big Data platform in the storage and retrieval process.
Regarding storage, multi-source heterogeneous material data
is stored in different databases off-chain through material data
templates and dynamic container models. In terms of retrieval,
the Merkle tree and MPT are combined to build an MMT
structure, which can realize keyword, range, and fuzzy retrieval
based on templates. At the same time, we further optimized the
MMT algorithm through binary search, index pointer, no dese-
rialization, and other methods to improve the overall retrieval
efficiency. To verify the integrity of the original data obtained,
we confirmed that the original data had not been tampered
with through the uniqueness of the hash stored in the MMT. In
addition, the experimental results prove that adding an MMT
structure has no noticeable effect on the block generation rate.
At the same time, MMT is superior to state-of-the-art retrieval
methods in terms of efficiency, especially regarding range
retrieval. The method proposed in this paper is more suitable for
the application needs of the material Big Data sharing platform,
and the retrieval efficiency has also been significantly improved.

In the future, the following two aspects should be our primary
considerations. On the one hand, since the MMT algorithm can
well solve the retrieval problem of multi-source heterogeneous
data, we consider expanding it to other application fields to prove
its scalability, e.g., edge computing in the industrial Internet
of Things [39]. On the other hand, we will further investigate
multi-party joint retrieval so that data owners can fully control
their material data and not share their original data with data
service providers. Instead, multiple material data owners can
achieve multi-party joint retrieval through federated learning,
multi-party security computing, and other technologies under
the condition that the data does not go out of the local area,
providing a solid security foundation for data sharing.
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